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Abstract  

A technique  and ph i losophy  for controlling com pu te r  anima- 
tion is discussed. Using the Actor/Scriptor Animation System 
(ASAS) a sequence  is described by the an imator  as a formal 
wri t ten  SCRIPT, w h i c h  is in fact a p rog ram in an anima- 
t ion /graphic  language. Getting the. desired animat ion is then 
equivalent to "debugging" the script. Typical images man ipu-  
lated wi th  ASAS are synthetic, 3D perspective, color, shaded 
images. However, the animat ion control  techniques  are inde- 
pendent  of the underlying sof tware and ha rdware  of the display 
system, so apply to o ther  types (still, B&W, 2D, line d rawing  ...). 
Dynamic  (and static) graphics  are based on a set of geometric  
object data types and a set of geometric  opera tors  on  these 
types. Both sets are extensible. The opera tors  are applied to the 
objects under  the control of modula r  animated p r og r a m 
structures.  These s t ruc tures  (called ac tors)  al low parallelism, 
independence,  and optionally, synchronizat ion,  so that they 
can render  the full range of the time sequencing of events. 
Actors are the embod imen t  of imaginary players in a s imulated 
movie. A type of animated n u m b e r  can be used to drive 
geometric  expressions (nested geometrical operators)  wi th  
dynamic  parameters  to p roduce  animated objects. Ideas f rom 
p r o g r a m m i n g  styles used in current  Artificial Intelligence 
research inspired the design of ASAS, wh ich  is in fact an 
extension to the Lisp p r o g r a m m i n g  environment .  ASAS was  
developed in an academic research env i ronment  and made  the 
transi t ion to the "real world" of commercial  mot ion graphics  
product ion.  
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Introduct ion 

This pape r  describes the Actor/Scriptor Animation System 
(ASAS), w h i c h  is a way  of thinking about  and describing 
c ompu te r  graphic  animation.  ASAS is basically a notation for 
animated graphics.  The notat ion for an animated sequence  (the 
script) can be automatically read and converted into animated 
images by an ASAS interpreter.  As in the case of musical  notat ion 
being interpreted by a g roup  of m u s i c i a n s - - o r  the script of a 
video produc t ion  being executed by a host  of actors, camera, 
audio, lighting and video technicians--ASAS allows the crea- 
tion and use of any n u m b e r  of s imulated part icpants,  "actors" 
each of wh ich  can control one or  more  aspects of the animation.  
The ability of ASAS a c t o r s  to operate independent ly  or  (by 
communica t ing  wi th  each other) to act in synchroniza t ion  
allows a s imple and u n a m b i g u o u s  descript ion of the funct ion 
of each actor. 

ASAS differs f rom "performance" based real t ime co mp u te r  
graphics  systems as well as f rom c o m m a n d  or  "menu" based 
systems. Writing the ASAS notat ion for an animated  sequence  
will probably  take longer than the final runn ing  t ime of the 
sequence.  On the o ther  hand, an ASAS script is typically more  
compact  than a s imple listing of the value of all relevant 
pa ramete rs  for each frame, as might  be required in a command-  
m e n u  system. This results f rom the fact that ASAS is a 
procedural  notation, a p r o g r a m m i n g  language for animat ion 
and graphics.  In  fact ASAS is a "full" p r o g r a m m i n g  language and 
includes all of the typical mode r n  s t ruc tured  p r o g r a m m i n g  
features (procedures  (recursive), local variables, "if then else"s 
loops, typed data s t ruc tures  and generic operators).  Addition- 
ally ASAS suppo r t s  independent ,  parallel, "animated" p rog ram 
st ructures  (actors), and includes a rich set of geometric  and 
photomet r ic  objects and generic operators  on  these objects. 

The existence of a formal notat ion for a field of endeavor  leads 
to a workable  p rocedure  for the development  of an idea. Like 
an algori thm being debugged by a c ompu te r  p rogrammer ,  or  
a musical  score being revised, an ASAS script being developed 
is bo th  u n a m b i g u o u s  and precisely modifiable. It is possible to 
change just one  small aspect  whi le  keeping everything else 
exactly the same. This p roper ty  of notat ion allows the process  
of progressive ref inement  ("tweaking") to be used to converge 
on  the desired algorithm, mus ic  or  animation.  

History  

ASAS was  developed at the Architecture Machine Group at MIT 
as two thesis projects be tween  1975 and 1978 [24,24]. "ASAS 0" 
was  not  a full implementat ion,  but  "ASAS 1" did actually work,  
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Figure 1: An Arch Fractal 

despite a very s low and uninteres t ing  display package. In 1979 

ASAS was  integrated into the Digital Scene Simulation sys tem 

of Informat ion  Internat ional  Inc. c I I r ' ,  "tripled"] in Culver City, 

California. In this instance, ASAS is not  used to make images 

directly, but  serves as a p rep roces so r  for t i t 's  existing 3D, 

h idden surface and shaded graphics  system. Hence "ASAS 2" 

funct ioned as a t rue language compiler,  t ranslat ing f rom the 

an imator ' s  s c r ip t  to the c o m m a n d  sequence  for the display 

software.  The inconvenience of  having the display suppo r t  in 

a separate  sof tware package is offset by the m u c h  wide r  range 

of graphic  features made  available to the ASAS user  t h rough  the 
very advanced III software.  After three  years  of commercia l  use 

the system w a s  refined and became "ASAS 3". The cur rent  

reference for the language is the unf in ished  ASAS U s e r ' s  

Manual  3.0. [26] 

The design of ASAS w a s  influenced by some concepts  f rom 

research in the Artificial Intelligence field. The basic concept  

of  graphic  databases and animat ion scripts  as p rog rams  

(procedural  embedding  of  knowledge) was  inspired by Terry 

Winograd 's  p ioneer ing  w o r k  in c o m p u t e r  linguistics. In Wino- 

grad 's  sys tem natural  language was  represented  by a procedura l  

data structure.  [30] The concept  of message pass ing ac tors  was  

f rom Carl Hewitt 's  body of  w o r k  in ~actor sys tems ° such  as 

PLASMA. [12,13,14] (Similar concepts  exist in Smalltalk [11], 

Simula [5] and  Modula [32].) 

An an imat ion  sys tem in development  at about  the same  time 

as ASAS by Ken Kahn shared some concepts  wi th  ASAS. [16,17] 

Kahn's  sys tem had w h a t  Hewitt  calls a "uniform actor  basis" and 

so p e r h a p s  a theoretically "cleaner" structure.  Kahn's  w o r k  

placed more  emphas i s  on  embedding  common-sense  and 

theatrical knowledge in an imat ion  characters,  and less empha-  

sis on  complex graphics.  

ASAS and Lisp 

As a p r o g r a m m i n g  language, ASAS "stands on  the shoulders  of  

giants" because of its relat ionship to the 

p r o g r a m m i n g  language Lisp. ASAS can be 

considered to be ei ther  implemented  in, or  

an extension to, Lisp. The rich program-  

ming  env i ronment  of ASAS is due  largely to 

Lisp, since all Lisp primit ives and utilities 

are usable f rom ASAS (and vice versa). A Lisp 

in terpre ter  p lus  the ASAS sof tware yields an 

ASAS interpreter.  ASAS was  developed un- 

der  MagicSixLisp at The Architecture Ma- 

chine Group at MIT and w a s  painlessly 

t ransplanted to run  u n d e r  MIT MacLisp at 

III. 

For a long t ime Lisp has  had a reputa t ion  

as s o m e w h a t  of a "toy" language, a power fu l  

but  quaint  tool used by gnomish  academic 

artificial intelligence researchers,  but  not  a 

language really suited for commercial  use. 

These cri t isisms are misdirected, Lisp is one  

of  the most  elegant and useable algori thmic 

nota t ions  ever devised. The bad reputa t ion  

is due  mainly to poo r  implementa t ions  or  

u n d e r p o w e r e d  compute rs .  Because Lisp 

trades off r aw  computa t ional  efficiency for expressive p o w e r  

and usability, a well designed in terpre ter  and a fast mach ine  

are required for a p roduc t ion  environment .  Today there are 

several good Lisp sys tems for various types of general p u r p o s e  

c o m p u t e r s  (MacLisp [20], InterLISP [29], ...) and current ly  three 

f i rms are selling specially designed Lisp machines  (Lisp Ma- 

chine Inc., Symbolics Inc., and Xerox) 

ASAS Express ions  

ASAS and Lisp use a simple, if unusual ,  notation. A "parenthe- 

sized prefix notation" is used for operators,  control  s t ruc tures  
and data. An ASAS e x p r e s s i o n  is either: 

(1) a n u m b e r  
(2) a symbol  ("variable") 
(3) a parenthes ized  list of e x p r e s s i o n s .  

If the express ion is a list, the first (leftmost) thing is the name  
of an opera to r  (or "function") and any o ther  express ions  in the 
list are pa ramete rs  for the operator.  When  an e x p r e s s i o n  is 
evaluated (or "executed"), n u m b e r s  evaluate to themselves,  

symbols  to their  current ly  defined value, and a list (eg: "(plus 
a (abfl b))" ) evaluates to the result  of applying the opera to r  
("plus ~) to the recursively evaluated pa ramete r s  (values of "a" 

and "(abs  b)"). For example, to define the symbol  ~wheels" to 

be the n u m b e r  of tricycles t imes 3, we  wou ld  write: 

(define wheels 
(times tricycles 3)) 

Normal ASAS opera tors  (like times) evaluate each of their  
parameters ,  whi le  certain opera tors  have special evaluation 
pa t te rns  (like define,  w h i c h  does not  evaluate its first parame-  
ter, these are called "macros"). To define a s imple opera tor  (call 

it "thrice") w h i c h  mult ipl ies its single pa rame te r  ('x") by three: 

(defop thrice 
(param: x) 
(times x 3)) 
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an equivalent definition in MacLisp wou ld  be: 

(defun thrice (x) (times x 3)) 

The first example could then be rewritten: 

(define wheels 
(thrice tricycles)) 

Special Symbols 

Within a script certain aspects of the produc t ion  are controlled 
by the values given to some special symbols.  None of these 
symbols  are actually "reserved words",  but  it is best to use the 
script symbols background and camera only for the p u r p o s e  
of defining the current  co lo r  of the graphical  background of 

the image and the current  camera  descript ion (as a pov,  see the 
section on geometr ic  objects). The initial ASAS env i ronment  has  

o ther  symbols  defined to various frequently used objects (axes, 
colors, basic solids), it is good practice to k n o w  these and avoid 
redefining them. 

Geometric Objects 

In addition to the data types found in most  p r o g r a m m i n g  
languages, ASAS provides a set of geometric  (and photometr ic)  
objects: vector, color, polygon, solid, group, 
pov, subworld, and light. 

The vector represents  a posi t ion in three 
dimensional  Cartesian space. It allows three (defop 
parameters ,  the X, Y and Z coordinates.  Trail- 
ing zero coordinates  may be omitted. 

A color object may  be specified ei ther  by its 

Red, Green and Blue components ,  or  by Inten- 
sity, Hue, Saturation. The two opera tors  are 
called rgb and ihs, each of w h i c h  accept three 
n u m b e r s  be tween  0 and 1. 

A s imple polygon contains a color and a list 
of vec tors ,  the "boundary". The cut-hole 
opera tor  allows the const ruct ion of polygons 
with  "holes and islands" (that is, mult iple (defop 
boundaries).  The color can be a group of a 
front color and a back color. The bounda ry  
points  may be listed separately or  as a group 
of vectors. Here is a p o l y g o n  express ion for 

a certain blue triangle: 

(polygon blue 
(vector 1 0 O) 
(vector 0 1 O) (defop 
(vector 0 0 1)) 

A solid represents  a bounded  region of space, 

a closed polyhedron.  It is composed  of vertices 
and faces (as v e c t o r s  and po lygons)  in addi- 
tion to topological connect ion information.  

Several geometric  objects can be "glued to- 
gether" into a g r o u p  object, w h i c h  is then 
manipula ted  as a whole  by the geometric  
operators.  A group express ion allows any 
n u m b e r  of pa ramete rs  -geometrical objects to 
be grouped together, including o ther  groups. 

Figure 2: H o w  

(define houses 
(group red-house yellow-house brown-house)) 

The "point of view" object (pov) is used to define the point  of  
v iew of an observer  (for example the ASAS camera) or of an 
object. That  is, a p o v  describes the three coordinate axis basis 
vectors and the posi t ion of the origin of an arbitrary coordinate 
space. We refer to such  spaces by names  like "eye space" and 
"an object 's local coordinate space". Note: a pov plays a role very 
similar  to a "4X4 h o m o g e n e o u s  t ransform matrix" in o ther  3D 
graphics  systems (there is a s imple t ransformat ion f rom a pov 
to a 4X4 matrix) but  a p o v  is a geometrical object composed  of 
vectors and can be manipula ted  just like any o ther  object. 

A s u b w o r l d  is an object associated wi th  a pov.  This allows ASAS 
to manipula te  a complex object by modifying only the pov, 
hence various "instances" of an object may share  the same 
underlying data. S u b w o r l d s  also allow ASAS to w o r k  wi th  

"levels of abstraction" in a graphic  database, w h e n  a subworld 
is formed it notes the "overall size" and "typical color" of its 
contents.  At display t ime this al lows efficient tree s t ruc tured  
cl ipping (when an entire s u b w o r l d  is offscreen) and handl ing 
of detail too small to see (when an entire s u b w o r l d  lies wi th in  
a single pixel). [4] Hence the user  can build levels of abstract ion 

to make an Arch  Fractal  (~iven an arch element). 

arch-fractalizer 

(param: arch-element top-color bot-color levels 
fractal-ratio height width leg-width) 

(local: (total-levels levels) 
(offset-dist (half (dif width leg-width))) 
(sub-tower-offset-1 (vector offset-dist 0 0)) 
(sub-tower-offset-2 (mirror x-axis sub-tower-offset-I))) 

(arch-tower levels)) 

arch-tower 

(param: levels) 

(if (zerop levels) 

(then nothing) 
(else (add-arch-level (arch-tower (dif levels 1)))))) 

add-arch-level 

(param: sub-tower) 

(grasp sub-tower 
(scale fractal-ratio) 
(move (vector 0 height 0)) 
(rotate 0.25 y-axis)) 

(grasp arch-element 
(recolor (interp (quo levels total-levels) 

bot-color 
top-color))) 

(subworld (group arch-element 
(move subtower-offset-1 sub-tower) 
(move subtower-offset-2 sub-tower)))) 
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into a geome t r i c  da tabase  by the nes t ing  of subworld objects. 

Objects to be seen  in shaded  images  are  i l l u m i n a t e d  by light 
objects. L igh ts  are  c o m p o s e d  of a pos i t i on  vec tor  and  a color. 

Geometr ic  Operators  

ASAS's geome t r i c  ope ra to r s  are  the  tools  the  a n i m a t o r  uses  to 

shape,  move  and  or ien t  objects. An object ' s  s h a p e  m a y  c o m e  

di rec t ly  f rom the  ac t ion  of opera tors ,  o r  pa r t s  encoded  by h a n d  

w i t h  a d ig i t i ze r  can  be a s sembled  w i t h  the  opera tors .  The  s a m e  

ope ra to r s  are used  bo th  for s ta t ic  a r r angemen t s ,  or  to create  

a n i m a t e d  mot ion ,  by o p e r a t i n g  f rame  by f rame u n d e r  the  

cont ro l  of an actor. 

In m a n y  c o m m a n d / m e n u  based  g r a p h i c s  sys t ems  it is diff icul t  

to p rec i se ly  speci fy  the  correct  o rde r ing  of g e o m e t r i c  t ransfor-  

mat ion .  For example ,  there  wi l l  be a "rotate" c o m m a n d  w h i c h  

accep t s  th ree  numbers ,  the  angles  of  ro ta t ion  for each  axis. 

Often there  is no m e n t i o n  of in w h a t  o r d e r  the  ro ta t ions  are  

appl ied ,  let a lone  a w a y  to speci fy  the  des i red  order .  In ASAS, 

the  a n i m a t o r  expl ic t ly  d e t e r m i n e s  the  o r d e r i n g  of ope ra t i ons  

by the s t ruc tu re  of the  nes t ing  of the  exp re s s ions  w r i t t e n  in the  

script. 

The bas ic  ope ra to r s  are  ~generic", they  can  be g iven any  type  

of g e o m e t r i c  object  and  ope ra t e  on it as is a p p r o p r i a t e  for tha t  

ob j ec r s  type. ASAS ope ra to r s  NEVER modi fy  the  object  they  are  

o p e r a t i n g  on. The va lue  r e t u r n e d  by an  o p e r a t o r  is a geomet r i -  

cal ly modi f i ed  copy  of the or ig ina l  object  w i t h  o t h e r w i s e  the  

s a m e  type  and  s t ructure .  

A no ta t iona l  s h o r t h a n d  is p rov ided  for the  c o m m o n  occu rence  

of a ser ies  of ope ra t i ons  to be p e r f o r m e d  on  a s ingle  object.  The 

object  to be o p e r a t e d  u p o n  can  be m a d e  the  "current" object  

(using the grasp operator).  The "grasped" object  wi l l  t hen  be 

redef ined  by calls to ope ra to r s  w h i c h  do not  expl ic i t ly  speci fy  

an object  to ope ra t e  on. 

Two  bas ic  types  of geome t r i c  ope ra to r s  are  p r o v i d e d  by ASAS, 

"global" and  "local" ( somet imes  cal led "self relative").The ASAS 

global  g e o m e t r i c  ope ra to r s  are  called: scale, move, rotate, 
stretch and mirror. 

General ly  these  ope ra to r s  a p p l y  the  n a m e d  geome t r i ca l  t rans-  

fo rm to any  g iven  geomet r i ca l  object  The  t r ans fo rms  are  re la t ive  

to the  or ig in  and  ma jo r  axes of the  global  coo rd ina t e  space.  The  

p a r a m e t e r  types  to each  are  n u m b e r s  and  vec tors  as app rop r i -  

ate. ("Stretch" is a d i f ferent ia l  sca l ing  for each  axis, spec i f ied  by 

a vector  of scale  factors). 

As an e x a m p l e  of the  usage  of the  ASAS global  ope ra to r s  see 

Figures  1 and  2, these  s h o w  h o w  last  y e a r ' s  SIGGRAPH cover  
w a s  cons t ruc ted .  

The  "local" ope ra to r s  are  s im i l a r  in effect to the  global  opera tors ,  

except  that  they  are  based  on an object ' s  OWN coord ina t e  

sys t em r a the r  t h a n  the  global  coo rd ina t e  sys tem.  A subworid  
car r ies  a long  its o w n  li t t le coo rd ina t e  sys tem,  its pov.  Not only  

does  this  a l low efficient  mod i f i ca t ion  of the  subworld  but  it also 

p rov ides  a re ference  for ope ra t i ons  in the  object ' s  local 

coo rd ina t e  space.  The  local ope ra to r s  w e r e  i n s p i r e d  by the  

"turtle" of the LOGO g r a p h i c s  l anguage  [2], and  are  i n t e n d e d  to 

be a th ree  d i m e n s i o n a l  ana log  of the tur t le  ope ra t i ons  (walk 

fo rwards  or  backwards ,  t u rn  r ight  or  left). This  no t ion  of a 3D 

tur t le  (more of a deep  sea s w i m m i n g  tur t le  t h a n  a land c r a w l i n g  

tortoise) w a s  first  used  by J im Stansfield and  t h e n  ref ined  by 

Henry L iebe rman  in a 3D l ine d r a w i n g  ex tens ion  to LOGO. A 

good  t r e a t m e n t  of th is  subject  can  be found  in  [1]. Usual ly  

objects  wi l l  be def ined  so tha t  the  or ig in  of t he i r  local  coo rd ina t e  

space  is at the  cen t e r  of the  object. For th is  r eason  w e  wi l l  

in fo rmal ly  refer  to the  "origin of the  local  coo rd ina t e  system" 

as the  "center". Local ope ra to r s  are  p rov ided  for moving,  

rotat ing,  sca l ing  and  "zooming" re la t ive  to the  local  coo rd ina t e  

sys tem.  All of these  ope ra to r s  accep t  one  or  t wo  pa rame te r s ,  

the  second  op t iona l  p a r a m e t e r  is the  object  to ope ra t e  on, if 

n o n e  is specif ied,  the  cu r ren t ly  g r a s p e d  object  is r ede f ined .  

Note: the  r e l a t i onsh ip  b e t w e e n  global  and  local  ope ra to r s  is 

s i m i l a r  to the  tha t  of pre-  and  pos t -mu l t i p l i c a t i on  of  t r ans fo rm 

matr ices .  Also note: w h e n  objects  o t h e r  t h a n  f l u b w o r l d s  or  p o v s  

are  passed  to self re la t ive  ope ra to r s  they  are  first  pu t  into an  

iden t i ty  ("home") s u b w o r l d ,  t hen  o p e r a t e d  on. 

Local opera tors :  

g row 
shrink 
forward 
backward 
left 
right 
up 
down 
cw 
ccw 
zoom-in 
zoom-out 
local-move 
local-stretch 
home 

scale  u p  abou t  local  c en t e r  

scale  d o w n  abou t  local  cen te r  

m o v e  a long  local  +Z axis 

m o v e  a long  local  -Z axis 

ro ta te  to left abou t  local  Y axis 

ro ta te  to r ight  abou t  local Y axis 

ro ta te  u p w a r d  abou t  local  X axis 

ro ta te  d o w n w a r d  abou t  local X axis 

ro ta te  c lockwise  abou t  local  Z axis 

ro ta te  coun te r - c lockwise  abou t  local  Z axis 

scale  u p  local  Z axis 

scale  d o w n  local  Z axis 

m o v e  a long  a rb i t r a ry  local vec tor  

scale  each  local  axis i n d e p e n d e n t l y  

rese ts  b a c k  to o r ig ina l  de f in i t ion  space  

Examples:  an  o p e r a t o r  s e q u e n c e  w h i c h  (if eva lua ted  each  frame) 

wi l l  cause  the  AIRPLANE (that is, the  s e q u e n c e  of objects  w h i c h  

form the  a n i m a t e d  va lue  of the  va r iab le  AIRPLANE) to pe r fo rm  

"barrel  rolls", and  one  to cause  the  CAMERA to p a n  a r o u n d  w h i l e  

z o o m i n g  out: 

(grasp airplane) 
(forward 0.1) 
(cw 0.02) 
(up 0.02) 

(grasp camera) 
(right pan-speed) 
(zoom-out 1.01) 

Various o the r  ASAS ope ra to r s  a re  ava i lab le  bu t  wi l l  not  be 

discussed here. There are recolor and cut-hole, and interp the 
general purpose interpolater,  r o w  and ring wh ich  make regular 
groups  of objects, and  prism w h i c h  m a k e s  sol ids  by p ro jec t ing  

a polygon.  Here are  s o m e  e x a m p l e s  of s o m e  of them,  an 

o p e r a t o r  to m a k e  a n-s ided  regu la r  po lygon  ( inscr ibed w i t h i n  

a un i t  r ad ius  circle), and  an o p e r a t o r  to m a k e  a p r i s m  w i t h  

r egu la r  "ends": 
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(defop regular-polygon 
(param: color sides) 

(polygon color 
(ring sides 

(vector 0 1 O) 
z-axis))) 

(defop regular-prism 
(param: color sides thickness) 

(prism color 
(vector 0 0 thickness) 
(regular-polygon color sides))) 

This  s u m m a r y  of ASAS ope ra to r s  suffers because  of the 

l anguage ' s  extensibi l i ty;  the  full list is end less  s ince  the  use r  

invents  n e w  ones  as needed.  Beyond s i m p l e  c o m b i n a t i o n s  of 

bas ic  l i nea r  opera t ions ,  the re  is a large class of n o n l i n e a r  

"bending" opera tors .  For e xa m p le  cons ide r  "curl-up" w h i c h  

takes  a long th in  object  a nd  cur ls  it in to  a sp i ra l  (Escher fans 

wi l l  k n o w  the  app l i c a t i on  for that). 

Scripts and Animate Blocks  

The m a i n  p r o g r a m  an ASAS use r  wr i t e s  is cal led a sc r ip t ,  w h i c h  

is a spec ia l  type  of defop.  A script ha nd l e s  the  se t t ing  u p  and  

se t t ing  d o w n  needed  to p r o d u c e  an a n i m a t e d  s e q u e n c e  (or w r i t e  

a file for la ter  p r o d u c t i o n  by a n o t h e r  system). The script 
express ion  inc ludes  a n a m e  and  any n u m b e r  of subexpress ions .  

The effect is to def ine  an  o p e r a t o r  w i t h  tha t  n a m e  w h i c h  o p e n s  

p roduc t ion ,  eva lua tes  each  express ion,  in the  body, and  closes 

p roduc t ion .  There  is no restr ict ion,  bu t  the  th ings  in the  body  

are  usua l ly  e i t he r  animate express ions  ("animate blocks") or  

p r o d u c t i o n  u t i l i t ies  (such as "make N b l ank  frames", "put th is  

s late text", or  "make an N second  countdown") .  

An animate block  is a spec ia l  type  of loop. Each t ime  a r o u n d  

the  loop, after  it eva lua tes  its body, a f l a m e  of a n i m a t i o n  is 

p r o d u c e d  au tomat ica l ly .  Usual ly  the  body  con ta ins  c u e  expres-  

s ions  ("cue at  f r ame  N . . . .  "L These  cause  objects  to be m a d e  

vis ible  (with the  s e e  operator)  or  start, s top  or  d i rect  actors. 
Animate blocks  are  exi ted  w h e n  a c u t  o p e r a t o r  is evaluated.  

This  examp le  script con ta in s  one  animate block, w h i c h  s tar ts  

two  s imi l a r  a c t o r s  at different  t imes.  Both a c t o r s  then  run  unt i l  

the  end  of the  block. 

(script spinning-cubes 

(local: (runtime 96) 
(midpoint (half runtime))) 

(animate (cue (at O) 
(start (spin-cube-actor green))) 

(cue (at midpoint) 
(start (spin-cube-actor blue))) 

(cue (at runtime) 
(cut)))) 

(Note: cut accep ts  an op t iona l  f r ame  number ,  and  wi l l  cut  only  

if that  is the cu r r en t  frame, so tha t  th i rd  cue  could  have  been  

w r i t t e n  as "(cut runtime)") W h e n  an  animate block  is exited, all 
of the actors  assoc ia ted  w i t h  it are  s topped.  Hence animate 
blocks are  s o m e w h a t  l ike the  "scenes" of a movie,  the coarse  

s t ruc tu re  of the  act ion.  

Whi le  an ASAS "cue" is in  fact s imp ly  a n u m b e r  (a f rame n u m b e r  

re la t ive  to the cu r r en t  animate block) it shou ld  not  be t h o u g h t  

of as a constant .  Because  of the  c o m p u t a t i o n a l  na tu r e  of a script 
it can  be qu i te  easy  to m o v e  cues  a round,  s ince  all cue  po in t s  

can  be h a n d l e d  symbol ica l ly  (by n a m e  r a the r  than  by a l i teral  

number) .  For e x a m p l e  it is a s imp le  rrlatter to change  the  overal l  

r u n t i m e  of a s c r i p t  (for a "quick run  through"  test) if all cue  

po in t s  are  def ined  re la t ive  to one  var iable  (e.g. "runtime"). 

Library mac ros  exist  to faci l i ta te  just such  a scheme.  The  

a n i m a t o r  may  find it necessa ry  for ar t i s t ic  reasons  to move  a 

cue  po in t  w i t h i n  a s c r ip t ,  aga in  th is  wi l l  be qu i te  pa in less  if 

eve ry th ing  w h i c h  is supposed to begin  or  end  at tha t  cue  p o i n t  

refers  to it only  symbol ica l ly .  

Actors 

The cont ro l  s t r uc tu r e  of an a n i m a t i o n  sys t em w o u l d  be very  

s imp le  if w e  could  a s s u m e  tha t  all s equences  to be p r o d u c e d  

had  at mos t  one  i n d e p e n d e n t l y  a n i m a t e d  feature  at any  one  

t ime.  On the o the r  hand,  if w e  a s s u m e  tha t  there  may  be any  

n u m b e r  of fully i n d e p e n d e n t  a n i m a t e d  fea tures  (start ing and  

s t o p p i n g  at r a n d o m  t imes,  h a p p e n i n g  at different  rates, r u n n i n g  

in syne  or  not) t h e n  conven t iona l  cont ro l  s t ruc tu res  are  no 

longe r  the  mos t  app rop r i a t e .  

An ASAS actor can be t h o u g h t  of several  ways .  Most bas ica l ly  

an  a c t o r  is a "chunk" of code  w h i c h  wil l  be executed  once  each  

frame.  Usually an actor (or a t eam of them) is r e spons ib le  for 

one  vis ible  e l emen t  in an a n i m a t i o n  sequence ,  hence  it con ta ins  

all va lues  and  c o m p u t a t i o n s  w h i c h  relate  to tha t  object. In th is  

sense  an  actor serves  to m o d u l a r i z e  and  local ize  the  code 

re la ted  to one  aspect ,  i so la t ing  it f rom un re l a t ed  code. From a 

formal  po in t  of view,  an a c t o r  is an i n d e p e n d e n t  c o m p u t i n g  

p rocess  in a non -h i e r a r ch i ca l  sys t em w i t h  s y n c h r o n i z e d  activa- 

t ion and  able to c o m m u n i c a t e  w i t h  o the r  actors by message  

pass ing.  

W h e n  an actor is "on" (be tween be ing  started and  stOped), it 

wi l l  be  a w a k e n e d  once  each  f lame,  its local var iab les  restored,  

its body  evaluated,  its var iab les  saved, t hen  pu t  back  to sleep. 

(Hence an  actor has  p rope r t i e s  b e t w e e n  a "closure" and  a 

"process" in recent  Lisp implementa t ions . )  A c t o r s  are pu t  into 

ac t ion  w i t h  the  start operator ,  w h i c h  takes  an actor and  

r e t u rn s  the  "actor i n s t ance  id", a u n i q u e  n u m b e r  for each act ive 

actor. An actor can  deac t iva te  itself, or  can  be g u n n e d  d o w n  

by the  script or  a n o t h e r  actor, th is  is done  w i t h  the  StOp 
o p e r a t o r  w h i c h  accep ts  an "actor ins t ance  id". Run is a 

c o m b i n a t i o n  of start and stop, it s tar ts  an actor w i t h  a 

p r e d e t e r m i n e d  s top  cue. This  is the  def in i t ion  of the  o p e r a t o r  

"spin-cube-actor" used  in  the  s c r i p t  "spinning-cubes":  

(defop spin-cube-actor 
(param: color) 

(actor (local: (angle O) 
(d-angle (quo 3 runtime)) 
(my-cube (recolor color cube))) 

(see (rotate angle y-axis my-cube)) 

(define angle 
(plus angle d-angle)))) 

It expec ts  one  parameter, a color, and re tu rns  an a c t o r  object. 
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The actor i tself  has  th ree  local  variables ,  each  of w h i c h  is 

a ss igned  an  in i t ia l  va lue  in th is  case: "angle" is the  c u r r en t  angle  

of  ro ta t ion  for th is  a c t o r s  cube, "d-angle" is the  i n c r e m e n t a l  

veloci ty  of  the  angle, "my-cube" is a reco lored  ve r s ion  of ASAS's 

p rede f ined  "cube" so l id .  Each f rame  the  actor cons t ruc t s  the  

ro ta ted  vers ion  of "my-cube" and  passes  it to the  d isplayer ,  the  

cu r r en t  "angle" is u p d a t e d  for the  next  frame.  

Animated Numbers  

In the  last  e x a m p l e  the  symbol  "angle" took on a ser ies  of 

n u m e r i c  values,  f r ame  by  frame, fo rming  an  a r i t h m e t i c  series.  

But for m o r e  c o m p l e x  t i m e  b e h a v i o r  (quadra t ic  o r  cub ic  curves) 

the  in l ine  code  to h a n d l e  a nd  u p d a t e  all those  l i nea r  d i f ference  

t e r m s  b e c o m e s  a burden .  To avoid  this, ASAS s u p p o r t s  an 

a n i m a t e d  n u m e r i c  object  cal led a n e w t o n  (as in N e w t o n i a n  

mechanics) .  N e w t o n s  can  be used  any  p lace  a n u m b e r  w o u l d  

be used,  s u c h  as a coo rd ina t e  in a v e c t o r  o r  the  angle  p a r a m e t e r  

for rotate. Between  f rames  however ,  newtons are  au tomat i -  

cal ly u p d a t e d  to the  next  va lue  in t he i r  p r ede f ined  sequence .  

The  n e w t o n  da ta  s t ruc tu r e  ho lds  its fu tu re  as a cha in  of 

p i e c e w i s e  cub ic  curves  w i t h  se lec tab le  degree  of con t inu i t y  at 

the  joints. 

A newton  can  be spec i f ied  in t e rms  of posi t ion,  velocity, 

acce le ra t ion  and  del ta  acce le ra t ion  ("jerk" or  "jerkiness") w h e n  

those  va lues  are  known .  But m o r e  typ ica l ly  n e w t o n s  are  

def ined  w i t h  u t i l i t i es  w h i c h  p r o d u c e  curves  w i t h  ce r ta in  

p roper t i es .  An ima to r s  are  f ami l i a r  w i t h  t e rms  l ike "slow in" or  

"slow out" m e a n i n g  tha t  an  ac t ion  shou ld  s tar t  (or end) w i t h  zero  

ve loci ty  (first derivative).  The  five mos t  c o m m o n  curves  (or 

p ieces  of curves) used  in  ASAS are: hold,  linear, slowin, s l o w o u t  

and  s l o w i o .  Hold  accep ts  a va lue  and  a l eng th  of  t ime, each  of 

the  o the r s  takes  a s t a r t ing  and  e n d i n g  va lue  a nd  a t ime.  SIowio 
(slow in and  s l o w  out) has  ze ro  der iva t ives  at bo th  ends.  W h e n  

n o n e  of the  s t a n d a r d  curves  are  a p p r o p r i a t e  an  i n t e r p o l a t i n g  

cub ic  sp l ine  fit is used. 

Actors and Behavior  Simulat ion 

Some a n i m a t i o n  is m a d e  to m a t c h  a p r e c onc e iv ed  image,  

e spec ia l ly  in c o m m e r c i a l  p roduc t ion .  Other  t imes,  a n i m a t i o n  

is p r o d u c e d  as an exper iment ,  the  a n s w e r  to "what  w o u l d  

h a p p e n  if ...". In the  second  type, w h i c h  m i g h t  be cal led  

"behav ior  s imula t ion" ,  the a n i m a t o r  sets  u p  a l i t t le  w o r l d  by 

def in ing  the  ru les  of b e h a v i o r  a nd  se lec t ing  the  cast  of 

charac te rs .  W h e n  the  b e h a v i o r  s i m u l a t i o n  is r un  w e  ob ta in  

images  of w h a t  w e n t  on in the  l i t t le wor ld .  

A classic  e x a m p l e  of th is  sor t  of t h i n g  is to t ry  to bu i ld  a 

c o m p u t e r  g r a p h i c  s i m u l a t i o n  of a f lock of birds.  We m u s t  def ine  

the  b e h a v i o r  of  a s ingle  b i rd  so tha t  w h e n  a lot of  i n s t ances  of 

the  b i rd  are  s imula ted ,  they  f lock convinc ingly .  The  f lock seems  

to be fo l lowing  a leader,  but  each  t ime  they  turn,  a n e w  bi rd  

b e c o m e s  the  leader.  The  f lock c ha nge s  d i r ec t ion  l ike a s ingle  

unit ,  ye t  it is just  an  a s s e m b l y  of ind iv idua ls .  The  f lock is a dense  

cluster ,  bu t  the  b i rds  do not  often collide.  

ASAS a c t o r s  p rov ide  a conven ien t  w a y  of  i m p l e m e n t i n g  s u c h  

b e h a v i o r  s imula t ions .  As m e n t i o n e d  before,  one  of  the  fea tures  

of a c t o r s  is the  w a y  they  p r o m o t e  "separa t ion  of powers" ,  

i n d e p e n d e n t  m o d u l e s  of code  w h i c h  do not  in te r fe re  w i t h  each  

other .  This  a l lows  an a c t o r  to t ake  the  par t  of one  cha rac t e r s  

in  the  s imula t ion .  If the  s a m e  sor t  of c h a r a c t e r  occur s  m a n y  

t imes  in the  s i m u l a t i o n  (e.g. m a n y  cop ies  of BIRD) w e  can  use  

i n d e p e n d e n t  "instances" of a g iven "class" of actors. 

The o t h e r  key fea ture  of actors w h i c h  m a k e s  t h e m  su i t ab le  for 

b e h a v i o r  s i m u l a t i o n  is the  abi l i ty  to pass  m e s s a g e s .  Clearly the  

b i rds  in the  f lock are  exchang ing  in format ion ,  t h r o u g h  the  

ac t ion  of l ight  and  s o u n d  on the  b i rd ' s  senses  each  one  is a w a r e  

of w h e r e  the  o the r s  a re  and  w h e r e  they  are  go ing  (in an  

in t r ins ica l ly  d e p t h  sor ted  order!) In an a c t o r  s i m u l a t i o n  of the  

f lock w e  w o u l d  not  go to the  extent  of m o d e l i n g  l ight  and  sound,  

bu t  w e  could  real is t ica l ly  have  each  b i rd  b roadcas t i ng  to 

eve ryone  the  message  "I a m  he re  (x y z) and  I 'm  h e a d i n g  (dx 

dy dz)". In tha t  i m p l e m e n t a t i o n ,  each  b i rd  w o u l d  have  to pu t  

the  o the r s  in o rde r  of impor t ance ,  p robab ly  u s ing  a ~hidden b i rd  

a lgor i thm".  

Message Pass ing  

ASAS messages are  h a n d l e d  by t wo  spec ia l  opera tors :  send 
and  receive. Send c o m p o s e s  messages  and  pos ts  t h e m  at the 

r ec ip i en t ' s  mai lbox.  R e c e i v e  reads  each  message  in the  mail -  

box, r e s p o n d i n g  to each  in a m a n n e r  d e p e n d i n g  on the  type  

of message.  (ASAS a c t o r s  act  once  each  frame,  not  w h e n e v e r  

a message  comes,  h e n c e  ma i l  m a y  pi le  u p  b e t w e e n  f r ames  so 

the  ma i lbox  is i m p l e m e n t e d  as a FIFO queue.)  

Send t akes  an  address ,  a "message type" (optional), and  any 

o the r  speci f ic  mes sage  data  (numbers ,  g e o m e t r i c  objects, sym- 

bols). The  addres s  is e i t he r  an  a c t o r  id or  a spec ia l  symbol ;  uall" 

m e a n s  send  to all ac tors  and  ~script" and "animate" can  be used  

to send  messages  to the  s u r r o u n d i n g  script or animate block. 

The  "message  type" is any  symbo l  used  to desc r ibe  the  type  of 

message ,  it m u s t  m a t c h  the  message  type  in  the  r ec ip i en t ' s  

receive const ruct .  For example ,  these  sends  (1) tell "bouncer" 

to s p e e d u p  by 10 pe r cen t  and  (2) a n n o u n c e  to all b i rds  w h e r e  

w e  are: 

(send bouncer speedup 1.10) 

(send all bird-state cur-position cur-velocity) 

The receive cons t ruc t  has  a body  m u c h  l ike a case const ruct .  

Each message  in the  mai lbox  is e x a m i n e d  in  turn,  the  "message  

type" of each  is c o m p a r e d  w i t h  the  type  of the  va r ious  clauses.  

If  one  of the  c lauses  in the  body  of  the  receive m a t c h e s  the  

i n c o m i n g  message  type, the  body  of the  c lause  is eva lua ted  in  

r e s p o n s e  to the  message .  Message type  "any" in a c lause  wi l l  

m a t c h  any  i n c o m i n g  message.  The  con ten t s  of a mes sage  (past 

the  type) m a y  be accessed  by spec i fy ing  p a r a m e t e r  b i n d i n g s  for 

the  c lause  type. For example ,  th is  actor k n o w s  h o w  to rece ive  

only  "speedup" and  "s lowdown"  message:  

(receive ((speedup f) (define speed 
(times speed f))) 

((slowdown f) (define speed 
(quo speed f))) 

(any (print 'What?))) 

The message  pa s s i ng  m e c h a n i s m  desc r ibed  above  is based  on 

a m o r e  p r i m a t i v e  o p e r a t o r  ca l led  in. The in o p e r a t o r  a l lows  the  

eva lua t ion  of any  expres s ion  "inside" the  local var iab le  space  

of an actor, t hus  a l l o w i n g  e x a m i n i n g  and  se t t ing  the  local  

va r iab les  of the  actor. This  is a useful  bu t  d a n g e r o u s  tool  w h i c h  

s h o u l d  be used  on ly  in  a wel l  de s igned  protocol .  
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ASAS frequently plays a central role in commercial  animat ion 
p roduc t ion  at III, a l though o ther  techniques  of animat ion 
control are used. Projects made  wi th  ASAS include, "MICROMA" 
animated logo, "LBS" animated logo, "NEWS CENTER 2" TV n e w s  
s h o w  intro, two  TV commercia ls  for "TORNADO", var ious 
magazine ads, all of the theme  animat ion for the III 1981 Sample 
Reel (~The Juggler"), about  half of the special effects for the Ladd 
Company ' s  feature mot ion picture ~LOOKER", and all of the 
an imat ion  and still images III is making for the recently released 
Disney feature "TRON". 

Copyright 0 1982 by Walt Disney Productions and Information International, Inc. 

Figure 3: Solar Sailer Escape Sequence f rom TRON 

The Digital Scene Simulation Group usually works  on  a contract  
basis wi th  clients such  as film and video producers  and 
advertising agencies. Some projects come to us carefully 

p lanned out  by the client, whi le  o thers  come in a very vague 
foITn. If w e  do not  get specific artistic directions (timings, 
s toryboards  and renderings) f rom the client, ou r  Art Depart- 
ment  creates these materials in consultat ion wi th  the client. A 
team of at least three staff m e m b e r s  (art director, designer /en-  
coder, technical director) is formed to w o r k  on the job. 

When  the artistic concept  is s o m e w h a t  settled, w o r k  is started 
on its c o m p u t e r  graphic  realization. The first step is to create 
a geometrical model  of the shapes  of the objects to be used in 
the animation.  Unless the geometry  of the object is regular 
enough  to allow it to be constructed u n d e r  p rog ram control, 

the shape  definition is done by hand  in a laborious process  
similar  to technnical  drafting we  call "encoding". Often some 
mix of manual  data entry and process ing by various ~geometri- 

cal tool" p rograms  is used to obtain a finished object shape  
description. 

As the objects are being finalized, the technical director begins 
to wri te  the ASAS scripts  and related programs.  When  the g roup  
is work ing  many  closely related scenes, for instance dur ing  

produc t ion  on  a feature film, many  of the "sets" or  env i ronments  
will be shared be tween  several scenes. In such  cases it becomes  
convenient  to set u p  "libraries" of c o m m o n  ASAS funct ion and 

object definitions. Contr ibut ions are made  to these "public 
libraries" by all an imators  work ing  on a project. Usually the 
mot ions  in an animated sequence  are so specifically p lanned  
out  in advance that an outline of the script can be wr i t ten  before 
any of the objects are available for test pictures.  At this stage 

the ASAS script is very abstract, references are made  to symbolic 
constants  w h o s e  values are not  yet known.  When  object files 
are ready and the script  is roughed  out  the "graphical debug- 
ging" begins. 

Often design constraints  are stated in such  an indirect fashion 

("have the camera  point ing such  that the logo is posi t ioned here 

and oriented like in this sketch") that  the only workable  way  

to find the desired numerica l  pa ramete rs  is experimental ly wi th  

graphical  feedback. After specific "key" f rames  have been 

composed,  and the t ransi t ions be tween  them defined, a mot ion  

test is made. Usually this test is made  in ei ther  line ("vector") 

or  low resolut ion shaded image mode.  The symbolic na ture  of 

ASAS scripts  make it easy to adjust the run t ime  of a sequence, 

making pre l iminary  tests at 10:1 speed ratios allows faster tu rn  

around.  Also the script can be simplified for these tests, by 

d ropp ing  out  certain elements, replacing o thers  wi th  "stand- 

ins", all these changes  can be made  u n d e r  the control of ASAS 

script  flags. Often the mot ion  test will reveal p rob lems  in the 

"feel" of the dynamics  of the an imat ion  or  unexpected behavior  
be tween  the key frames. 

Another  pass  or  two is made  to finalize the mot ion  and then 

at tention is shifted to the color, lighting, shading and o ther  

"photometeric" pa ramete rs  of the animation.  Key frames are 

examined on a high resolut ion video display and color tests are 

made  onto the type of color film w h i c h  will be used for the final 

image. Often a pa ramete r  will be determined wi th  a "wedge 

test", making a series of f rames w h i c h  differ only by a single 

pa ramete r  value (e.g. the a m o u n t  of ambient  light in the scene), 

wi th  the gamut  of values laid out, the final value can be easily 

be selected. 

When  all has been decided, a high resolution final filming is 

made. Typically w h e n  the result is screened, the client will find 

at least one reason to reject the w o r k  and the whole  process  

goes back to the beginning. 

C o n c l u s i o n  

This pape r  has  presented  ASAS, a general pu rp6se  program-  

ming  language w h i c h  has been extended to include geometric  

objects and operators,  parallel control s t ructures  and o ther  

features to make it useful for an imated  c o m p u t e r  graphic  

applications. ASAS makes use of an abstract  comput ing  element  

called an actor, we have seen h o w  actors p romote  modular i ty  

and h o w  they can simulate a wide range of behavior  by 

exchanging messages  wi th  each other. In three years  of 

commercial  use ASAS has proved itself a workable  and practical 

tool. While the specific feature a user  wan t s  may  not  already 

be a part  of the language, the extensibility of ASAS allows it to 

g row wi th  its users. ASAS has expanded ou r  "complexity 

barrier" ano the r  notch, allowing us to a t tempt  w o r k  wi th  more  

independent ly  animated elements  than before. 

The au tho r  is not  p repa red  to state that w h e n  the ULTIMATE 

c o m p u t e r  animat ion system is built, it will be p r o g r a m m i n g  

language based. But it is hard  to visualize a sys tem w h i c h  allows 

arbi trary extensions into unexpected  realms wi thou t  being fully 

programmable .  However, p r o g r a m m i n g  and making aesthetic 

judgements  seem to be disjoint in most  people ' s  thinking 

processes.  The user  of a graphics  p r o g r a m m i n g  system mus t  

always be on guard  against compromis ing  aesthetic judgements  

to simplify the programming!  The solution used in ou r  

commercial  w o r k  is to make the p roduc t ion  a joint effort of 

several people, some responsible  for artistic issues and others  
responsible  for technical issues. 
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Note  
This  en t i re  p a p e r  is an  example  of c o m p u t e r  g raph ics .  All 
p i c tu res  we re  p r o d u c e d  w i t h  Digital Scene Simulat ion,  an d  
directly (digitally) conver t ed  into four  color  ha l f tones  in the  
Infocolor  f o rma t .The  text w a s  edi ted  a n d  c o m p o s e d  o n  TECS, 
and  a s s e m b l e d  w i t h  a Page M a k e u p  System.  Camera  ready,  full 
page  art  ( inc luding  typese t t ing  a n d  ha l f tone  genera t ion)  w a s  
p r o d u c e d  w i t h  a COMp80/2-Pageset ter .  All of  t he se  s y s t e m s  are  
p r o d u c t s  of  I n fo rma t ion  In te rna t iona l  Inc. 
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